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| OBJETIVO |
| Mostrar el funcionamiento del algoritmo de A estrella |
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| --- |
| DESCRIPCION |
| Desarrollar una práctica en Visual Studio donde muestre el algoritmo de A estrella |

|  |
| --- |
| MARCO TEÓRICO |
|  |
| **ALGORTIMO A\***  A\* es un algoritmo de búsqueda inteligente o informada que busca el camino más corto desde un estado inicial al estado meta a través de un espacio de problema, usando una heurística óptima. Como ignora los pasos más cortos (más "chatos") en algunos casos rinde una solución subóptima.  Un algoritmo de búsqueda admisible es el que garantice el hallazgo de una ruta óptima entre el nodo de inicio y el nodo meta, si es que ella existe. En la búsqueda A\* una heurística admisible es una que no sobreestima la distancia remanente entre el nodo presente y el nodo meta. Por ejemplo, siempre una ruta real entre dos ciudades es algo mayor y a lo sumo igual a la distancia en línea recta tomada de un mapa. Esta última distancia es así una heurística admisible pues en todo caso es "optimista", lo cual coincide con la definición.  **Una heurística admisible.**  La restricción consiste en escoger en una función h que nunca sobrestima el costo que implica alcanzar la meta. A tal h se le conoce como heurística admisible. Por naturaleza, este tipo de heurística es optimista pues consideran que el costo para resolver un problema siempre es inferior a lo que en realidad es. Este optimismo se transfiere a la función f. Si h es aceptable, f(n) nunca sobrestimara el costo real de la mejor solución que pase por n. en la búsqueda preferente por lo mejor, en la que se utiliza f como la función de evaluación y una función h aceptable se le conoce como búsqueda A\*.  **El comportamiento de una búsqueda A\***  Antes de demostrar la integridad y condición optima de A\*, es conveniente presentar una descripción intuitiva de cómo funciona. Aunque la descripción no remplaza a la demostración, si es más fácil recordarla y puede servir para producir la prueba cuando así se requiera. Para empezar, una observación preliminar: al observar los árboles de búsqueda de la Fig. 1.1, se nota un fenómeno interesante: a lo largo de las rutas originales en la raíz el costo f nunca disminuye. No es accidental, y se cumple en casi todas las heurísticas aceptables. En toda heurística donde esto ocurre, se dice que muestran monotonicidad.    Los valores erróneos que puede producir una heurística se pueden omitir con la siguiente función:  F (n’) = maxf(n), g (n’) + h (n’)  A esta ecuación se le denomina Ruta Máxima. El utilizarla garantiza que f nunca decrecerá a lo largo de una trayectoria originada en la raíz, siempre y cuando h sea aceptable.  El objetivo de la observación anterior es legitimar la descripción de lo que hace A\*. Si f nunca disminuye a través de una ruta que parte de la raíz, conceptualmente es posible dibujar contornos en el espacio de estados. En la figura 1.2 se muestra un ejemplo. Dentro del contorno identificado como 400, f(n) en todos los nodos es igual o menor que 400, y así sucesivamente. Entonces, puesto que A\* expande el nodo hoja que tiene la f más baja, se concluye que una búsqueda A\* se extiende desde el nodo de partida, y va añadiendo nodos en banda concéntricas cuyo valor f también va aumentado.    **Fundamentos del algoritmo A\***  A\* es un algoritmo informado que basa su comportamiento en la evaluación de una función expresada del siguiente modo:  **F (n) = g(n) + h(n)**  La función se encuentra compuesta por:  **G (n):** es el costo de las movidas realizadas.  **H (n):** es la función heurística. Representa el costo estimado del mejor camino.  Dicha estimación debe ser realizada por defecto, es decir, siempre menor o igual a la real. En búsqueda de caminos, la función heurística suele ser el camino recto hacia la meta, ya que no importa como sea el mapa, es imposible que exista camino de costo menor. El modo de realizar el cálculo de la distancia necesaria para llegar a la meta depende del tipo de movidas permitidas. Si solo podemos movernos vertical y horizontalmente podremos realizar el cálculo de la distancia Manhattan, que consiste en sumar la cantidad de bloques en horizontal y vertical que restan para llegar a la meta. Si además se permiten movidas diagonales, deberemos aplicar Pitágoras y el cálculo será la raíz cuadrada de la suma de los cuadrados de los catetos. El movimiento de un punto a otro en simple pero la búsqueda de rutas optimas en más compleja.    En la figura mostrada el algoritmo trata de llegar del punto de inicio (recuadro verde Start) en la parte inferior hasta la parte superior, no hay nada en el área que muestre que no debería moverse directamente hacia arriba, cerca de llegar a la parte de arriba se encuentra con un obstáculo y cambia su ruta dándole la vuelta al obstáculo en forma de “U” siguiendo la trayectoria roja, de haber Laredo 4 empleado un buscador de ruta como el A\* este seguiría la ruta más óptima a la meta que en esta caso se describe por la ruta azul.    Se puede extender el algoritmo para detectar movimientos avanzados, por ejemplo en esta figura se detecta una “trampa” para evitar que el algoritmo entre a la forma cóncava, detecta que no hay salida y no entra a menos que la meta estuviera dentro (la parte sombreada “pseudos-obstacle” es hueca no es un obstáculo el obstáculo en el contorno negro en forma de “U”) en otras palabras el algoritmo empleado en esta figura es más avanzado más extendido que el anterior.    En las gráficas anteriores, los recuadros claros muestran las áreas más lejanas al punto meta, mientras que los cuadros obscuros muestran las áreas más lejanas al punto de inicio, el algoritmo balancea los tonos para llegar al punto meta. F(n) = g (n) + h (n).  **PSEUDOCODIGO DE A\***    **EJEMPLO DE A\***  Analicemos un ejemplo para ver el algoritmo en acción:    S representa el punto de partida. La bandera azul representa la meta. Los casilleros de color negro representan obstáculos y los casilleros blancos representan caminos posibles. Nuestra función heurística será:    En pocas palabras, lo que expresamos en la fórmula anterior fue la distancia que resta para llegar a la meta desde la posición en la cual nos encontramos.  ¿Y cuáles serían las primeras movidas posibles?  En la figura anterior vemos a izquierda como avanzamos por el mapa y derecha como queda conformado el árbol con el valor de la función f(n) para cada una de las bases abiertas. De todas ellas seleccionaremos la de menor f, es decir, la de menor costo calculado como la suma del costo del camino recorrido y el costo estimado del camino que resta recorrer.  Para entender como realizamos el cálculo del valor de la función f(n), veamos en mayor detalle como realizamos el cálculo de la primera movida:    G siempre incrementará en uno a medida que avancemos por el mapa (ya que estamos tomando el costo de avance en forma unitaria para todas las posiciones) y h será el resultado de aplicar la fórmula de la figura 2, que es la distancia de dicha posición a la meta.  Una vez abiertas las bases del nivel, deberemos elegir cual tomar para seguir nuestro camino. Para esto, siempre deberemos seleccionar la de menor f (en caso de haber más de una con mismo valor, la elección es arbitraria). Siguiendo nuestro ejemplo, deberemos seleccionar la movida 2.  Evaluamos las movidas posibles a partir de la posición elegida y volvemos a seleccionar la de menor f. Es muy importante destacar que en dicha elección también intervienen las bases abiertas en las movidas anteriores (que en el árbol están pintadas de color amarillo). Por lo tanto, es posible (y muy factible) que en un determinado momento el algoritmo abandone el camino por el cual se dirige para "probar suerte" por otro lado.    De la figura 6 es interesante notar como el algoritmo intenta elegir un camino que lo lleve en línea recta hacia la meta, ¡pero dicho camino está obstruido! Efectivamente, vamos camino a un callejón sin salida. Llegado el momento, el algoritmo tomará cuenta que a partir de una posición no es posible realizar más movidas y deberá volver sobre sus pasos para seleccionar una base abierta anteriormente en su búsqueda por la meta.    Aplicando varias movidas las novedades son las siguientes: ­ Abandonamos el camino por la movida 4 debido a que quedamos encerrados. ­ Intentamos seguir por el camino de la movida 1 pero tampoco nos llevaba a ningún lado. ­ Tomamos el camino de la movida 3 y avanzamos por el único lugar que podemos.    Continuamos avanzando por el mapa, hemos abierto las bases 6 y 7, de las cuales seleccionamos la 6. A partir de allí abrimos las bases 8, 9 y 10, de las cuales como se puede apreciar en el árbol de la figura anterior, seleccionaremos la 8.    Finalmente encontramos el camino a la meta, que como podemos apreciar es el más corto de todos los caminos posibles.  **Aplicaciones**  El algoritmo A\* se puede aplicar en la resolución de diversos problemas. Podríamos, por ejemplo, resolver el cubo de Rubik con él, y el algoritmo nos indicaría como llegar resolver el problema en la menor cantidad de movidas posibles.  En ciertos problemas no es sencillo el hallar una buena función heurística, pero notemos que como la misma debe ser estimada por defecto, especificar que sea cero es una opción válida. Sin embargo, en dicho caso, si bien el algoritmo funcionará correctamente, se comportará como un ancho-primero ya que sólo pesará el costo del camino recorrido en la elección de la próxima movida y por lo tanto se tenderá a abrir una gran cantidad de bases, empleando para ello un tiempo mayor en comparación con otro caso donde la función heurística sea más parecida al costo real.   * **Exploración:** Si la parte de su función de costo castiga los caminos que están sobre el territorio sabido (conocido), los caminos con mayor probabilidad examinan el territorio inexplorado. Estos caminos están bien para unidades de explorador. * **Espiar:** Si la parte de la función de costo castiga caminos cerca de las atalayas del enemigo y otras unidades, su unidad tenderá a quedarse en huida. Sin embargo, que para trabajar bien, se debe poner al día el camino de vez en cuando para tener movimientos de unidad enemigos en cuenta. * **Construcción de Caminos.** Históricamente, los caminos han sido construidos a lo largo de los caminos que a menudo son usados. Como los caminos son usados cada vez más a menudo, la vegetación es quitada y substituida con la suciedad, y más tarde con la piedra u otro material. Un uso del A\* debe encontrar caminos. Los sitios dados donde la gente quiere ir (ciudades, lagos, primaveras, fuentes de minerales, etcétera), encuentran caminos al azar entre estas posiciones importantes. Después del encuentro de cientos o quizás miles de caminos, determine cuales espacios sobre el mapa el más a menudo ocurren sobre caminos. Conviértase en aquellos espacios en caminos. Repita el experimento, con el pionero que prefiere caminos, y usted encontrará más caminos construyendo. Esta técnica puede trabajar para múltiples tipos de caminos también (carreteras, caminos, etc.): los espacios los más comúnmente usados se harían carreteras y los espacios menos comúnmente usados se harían caminos de suciedad o caminos. * La combinación de mapas de influencia, el algoritmo de búsqueda y la línea de vista puede darle modos interesantes de analizar el terreno. Usando el mismo acercamiento que el edificio de camino, podemos usar el A\* para determinar qué áreas son las más probables para ser atravesado dado algún juego de puntos de destinación y fuente. Estos puntos, y áreas cerca de ellos, tienden a ser estratégicamente importantes. * **Construcción de Ciudades:** Las ciudades a menudo se forman alrededor de recursos naturales como tierras de labranza o fuentes de riqueza mineral. Como la gente de estas ciudades, comercia el uno con el otro, ellos necesitan rutas comerciales. En esta situación seria factible utilizar el algoritmo A\* para encontrar sus rutas de comercio, y luego marcar el valor de un día de viajes sobre estas rutas. Después de que una caravana viaja durante un día, esto necesitará un lugar para pararse: ¡un lugar perfecto para una ciudad! Las ciudades que mienten (están) a lo largo de más que una ruta de viajes son grandes sitios para negociar pueblos, que eventualmente se convierten en ciudades. Una combinación de construcción de edificios y construcción de ciudades puede ser útil para producir mapas realistas, para guiones o para mapas aleatorios |
| DESARROLLO |
| **Código del Form**  using System;  using System.Collections.Generic;  using System.ComponentModel;  using System.Data;  using System.Drawing;  using System.Linq;  using System.Text;  using System.Threading.Tasks;  using System.Windows.Forms;  namespace AlgoritmoPathFinding  {  public partial class Form1 : Form  {  public Form1()  {  InitializeComponent();  }  public static Nodo nodoFinal { get; set; }  public static Nodo NodoInicial { get; set; }  public static Nodo PosActual { get; set; }  public List<Nodo> listaCerrada = new List<Nodo>();  public List<Nodo> listaAbierta = new List<Nodo>();  public int X = 10;  public int Y = 10;  public Nodo[,] listaNodos;  public List<Nodo> vecinos { get; set; }  private void Form1\_Load(object sender, EventArgs e)  {  listaNodos = new Nodo[X, Y];  for (int i = 0; i < X; i++)  {  for (int j = 0; j < Y; j++)  {  Nodo nuevo = new Nodo((i+1)+","+(j+1), i+1, j+1);  listaNodos[i, j] = nuevo;  this.Controls.Add(listaNodos[i,j].Vista.Caja);  }  }  Button comenzar = new Button() {  Text = "Comenzar",  Location=new Point(1, 1)  };  this.Controls.Add(comenzar);  comenzar.Click += Comenzar\_Click;      }  public void obtenerVecinos()  {    vecinos = new List<Nodo>();  Nodo Left=((PosActual.X)-1<1)?null:listaNodos[PosActual.X-2,PosActual.Y-1];  Nodo Right= ((PosActual.X) + 1 >= this.X+1) ? null : listaNodos[PosActual.X, PosActual.Y-1];  Nodo Up=((PosActual.Y) - 1 <1) ? null : listaNodos[PosActual.X-1, PosActual.Y - 2];  Nodo Down= ((PosActual.Y) + 1 >= this.Y+1) ? null : listaNodos[PosActual.X - 1, PosActual.Y];  Nodo LeftUp=(((PosActual.X) - 1 < 1) || ((PosActual.Y) - 1 < 1)) ? null: listaNodos[PosActual.X-2, PosActual.Y - 2];  Nodo LeftDown=(((PosActual.X) - 1 < 1) || ((PosActual.Y) + 1 >= this.Y + 1)) ? null: listaNodos[PosActual.X-2, PosActual.Y ];  Nodo RightUp=(((PosActual.X) + 1 >= this.X + 1) || ((PosActual.Y) - 1 < 1)) ? null : listaNodos[PosActual.X, PosActual.Y - 2];  Nodo RightDown=(((PosActual.X) + 1 >= this.X + 1) || ((PosActual.Y) + 1 >= this.Y + 1))?null: listaNodos[PosActual.X, PosActual.Y ];  if(Left!=null && Left.Vista.tipo != "Prohibido" && !estaEnListaCerrada(Left))  {    if (!estaEnListaAbierta(Left))  {  Left.Padre = PosActual;  Left.calcularG();  apuntarAPadre(Left);    }  else  {  //checar si es mejor camino  }  agregarAListaAbierta(Left);  vecinos.Add(Left);    }    if(Right!=null && Right.Vista.tipo != "Prohibido" && !estaEnListaCerrada(Right))  {  if (!estaEnListaAbierta(Right))  {  Right.Padre = PosActual;  Right.calcularG();  apuntarAPadre(Right);  }  agregarAListaAbierta(Right);    vecinos.Add(Right);  }  if (Up!=null && Up.Vista.tipo != "Prohibido" && !estaEnListaCerrada(Up))  {  if (!estaEnListaAbierta(Up))  {  Up.Padre = PosActual;  Up.calcularG();  apuntarAPadre(Up);  }  agregarAListaAbierta(Up);  vecinos.Add(Up);  }  if (Down!=null && Down.Vista.tipo != "Prohibido" && !estaEnListaCerrada(Down))  {  if (!estaEnListaAbierta(Down))  {  Down.Padre = PosActual;  Down.calcularG();  apuntarAPadre(Down);  }  vecinos.Add(Down);  agregarAListaAbierta(Down);  }  if (LeftUp!=null && LeftUp.Vista.tipo != "Prohibido" && !estaEnListaCerrada(LeftUp))  {  if (!estaEnListaAbierta(LeftUp))  {  LeftUp.Padre = PosActual;  LeftUp.calcularG();  apuntarAPadre(LeftUp);  }  vecinos.Add(LeftUp);  agregarAListaAbierta(LeftUp);  }  if (RightUp!=null && RightUp.Vista.tipo != "Prohibido" && !estaEnListaCerrada(RightUp))  {  if (!estaEnListaAbierta(RightUp))  {  RightUp.Padre = PosActual;  RightUp.calcularG();  apuntarAPadre(RightUp);  }  vecinos.Add(RightUp);  agregarAListaAbierta(RightUp);  }  if (LeftDown!=null && LeftDown.Vista.tipo != "Prohibido" && !estaEnListaCerrada(LeftDown))  {  if (!estaEnListaAbierta(LeftDown))  {  LeftDown.Padre = PosActual;  LeftDown.calcularG();  apuntarAPadre(LeftDown);  }  agregarAListaAbierta(LeftDown);  vecinos.Add(LeftDown);  }  if (RightDown!=null && RightDown.Vista.tipo != "Prohibido" && !estaEnListaCerrada(RightDown))  {  if (!estaEnListaAbierta(RightDown))  {  RightDown.Padre = PosActual;  RightDown.calcularG();  apuntarAPadre(RightDown);  }  vecinos.Add(RightDown);  agregarAListaAbierta(RightDown);  }  }    public void calcularFElementosVecinos()  {  for (int i = 0; i < vecinos.Count; i++)  {  vecinos.ElementAt(i).calcularF();  }  }  public Boolean estaEnListaAbierta(Nodo nodo)  {  foreach (var elemento in listaAbierta)  {  if (elemento.esIgual(nodo))  {  return true;  }  }  return false;  }  public Boolean estaEnListaCerrada(Nodo nodo)  {  foreach (var elemento in listaCerrada)  {  if (elemento.esIgual(nodo))  {  return true;  }  }  return false;  }  public bool esHorizontal(Nodo evaluar)  {  if (evaluar.X==PosActual.X || evaluar.Y == PosActual.Y)  {  return true;  }  else  {  return false;  }  }  public bool esMejorCamino(Nodo evaluar)  {  int gNueva = PosActual.G;  if (esHorizontal(evaluar))  {  gNueva += 10;  }  else  {  gNueva += 14;  }  if (gNueva<evaluar.G)  {  return true;  }  else  {  return false;  }    }  private void Comenzar\_Click(object sender, EventArgs e)  {    foreach (var nodo in listaNodos)  {  if (nodo.Vista.tipo=="Inicial")  {  NodoInicial = nodo;  }else if (nodo.Vista.tipo == "Final")  {  nodoFinal = nodo;  }  }  if (nodoFinal == null || NodoInicial == null)  {  MessageBox.Show("debes elegir un nodo inicial y un nodo final (haciendo doble click en el nodo)");  }else  {  foreach (var nodo in listaNodos)  {  nodo.Vista.cargar();  nodo.calcularH();  }  PosActual = NodoInicial;  listaCerrada.Add(PosActual);  obtenerVecinos();  PosActual = SeleccionarMenor();  sacarDeListaAbierta();  agregarAListaCerrada();  for (int i = 0; i < listaAbierta.Count; i++)  {  if (esMejorCamino(listaAbierta.ElementAt(i)))  {  MessageBox.Show("hay un mejor camino pero no se que pedo :v");  }    }  Algoritmo();  }    }  public Nodo SeleccionarMenor()  {  calcularFElementosVecinos();  int fMenor = 1000;  Nodo menor = null;  foreach (var elem in vecinos)  {  if (elem.F<fMenor)  {  menor = elem;  fMenor = elem.F;  }  }  return menor;  }  public void agregarAListaCerrada()  {  listaCerrada.Add(PosActual);  }  public void agregarAListaAbierta(Nodo agregar)  {  if (!estaEnListaAbierta(agregar))  {  listaAbierta.Add(agregar);  }  }  public void sacarDeListaAbierta()  {  listaAbierta.Remove(PosActual);  }  public void Algoritmo()  {  obtenerVecinos();  PosActual = SeleccionarMenor();  sacarDeListaAbierta();  agregarAListaCerrada();    if (PosActual!=nodoFinal)  {  Algoritmo();  }  else  {  finRecorrido();  }    }  public void apuntarAPadre(Nodo hijo)  {  if (hijo.X>hijo.Padre.X)  {  if (hijo.Y > hijo.Padre.Y)  {  //izqarriba  hijo.Vista.Caja.BackgroundImage = AlgoritmoPathFinding.Properties.Resources.LeftUp;  hijo.Vista.Caja.BackgroundImageLayout = ImageLayout.Center;  hijo.Vista.Caja.Refresh();  }  else if (hijo.Y < hijo.Padre.Y)  {  //izqAbajo  hijo.Vista.Caja.BackgroundImage = AlgoritmoPathFinding.Properties.Resources.LeftDown;  hijo.Vista.Caja.BackgroundImageLayout = ImageLayout.Center;  hijo.Vista.Caja.Refresh();  }  else  {  //Izq  hijo.Vista.Caja.BackgroundImage = AlgoritmoPathFinding.Properties.Resources.Left;  hijo.Vista.Caja.BackgroundImageLayout = ImageLayout.Center;  hijo.Vista.Caja.Refresh();  }  }  else if (hijo.X < hijo.Padre.X)  {  if (hijo.Y > hijo.Padre.Y)  {  //DerArriba  hijo.Vista.Caja.BackgroundImage = AlgoritmoPathFinding.Properties.Resources.RightUp;  hijo.Vista.Caja.BackgroundImageLayout = ImageLayout.Center;  hijo.Vista.Caja.Refresh();  }  else if (hijo.Y < hijo.Padre.Y)  {  //DerAbajo  hijo.Vista.Caja.BackgroundImage = AlgoritmoPathFinding.Properties.Resources.RightDown;  hijo.Vista.Caja.BackgroundImageLayout = ImageLayout.Center;  hijo.Vista.Caja.Refresh();  }  else  {  //Der  hijo.Vista.Caja.BackgroundImage = AlgoritmoPathFinding.Properties.Resources.Right;  hijo.Vista.Caja.BackgroundImageLayout = ImageLayout.Center;  hijo.Vista.Caja.Refresh();  }  }  else  {  if (hijo.Y > hijo.Padre.Y)  {  //arriba  hijo.Vista.Caja.BackgroundImage = AlgoritmoPathFinding.Properties.Resources.Up;  hijo.Vista.Caja.BackgroundImageLayout = ImageLayout.Center;  hijo.Vista.Caja.Refresh();  }  else  {  //Abajo  hijo.Vista.Caja.BackgroundImage = AlgoritmoPathFinding.Properties.Resources.Down;  hijo.Vista.Caja.BackgroundImageLayout = ImageLayout.Center;  hijo.Vista.Caja.Refresh();  }  }  }  public void finRecorrido()  {  MessageBox.Show("Hurra");  String cadena = "";  /\*bool d = true;  while (d)  {  cadena += " " + PosActual.Padre.ID;  if (PosActual.Padre !=null)  {  PosActual = PosActual.Padre;  }  else  {  d = false;  }    }  MessageBox.Show(cadena);\*/  MessageBox.Show(listaCerrada.Count+"");  for (int i = 0; i < listaCerrada.Count; i++)  {  cadena += " - " + listaCerrada.ElementAt(i).ID;  }  MessageBox.Show(cadena);  }  }  }  **Código de la clase Vista Nodo**  using System;  using System.Collections.Generic;  using System.Linq;  using System.Text;  using System.Threading.Tasks;  using System.Windows.Forms;  using System.Drawing;  namespace AlgoritmoPathFinding  {  public class VistaNodo  {  private Color permitido = Color.AliceBlue;  private Color prohibido = Color.Black;  private Color Inicial = Color.Orange;  private Color Final = Color.Red;  public Label ID { get; set; }  public Label H { get; set; }  public Label F { get; set; }  public Label G { get; set; }  public Panel Caja { get; set; }  public String tipo { get; set; }  public Nodo nodo { get; set; }  public VistaNodo(String ID, Nodo nodo)  {  inicializar(nodo);  this.nodo = nodo;  this.tipo = "Permitido";  }  public void inicializar(Nodo nodo)  {  this.Caja = new Panel()  {  Location = new Point(((50)\*nodo.X)+10,((50)\*nodo.Y)+10),  BackColor = permitido,  Size = new Size(50, 50),  BorderStyle = BorderStyle.FixedSingle,  };    this.H = new Label()  {  BackColor = Color.Transparent,  Name = "H",  Text = nodo.H+"",  Location = new Point(30, 35),  Font = new Font(FontFamily.GenericSerif, 7)  };  this.F = new Label()  {  BackColor = Color.Transparent,  Name = "F",  Text = nodo.F+"",  Location = new Point(30, 1),  Font = new Font(FontFamily.GenericSerif, 7)  };  this.G = new Label()  {  BackColor = Color.Transparent,  Name = "G",  Text = nodo.G+"",  Location = new Point(1, 35),  Font = new Font(FontFamily.GenericSerif, 7)  };  this.ID = new Label()  {  BackColor = Color.Transparent,  Name = "ID",  Text = nodo.ID,  Location = new Point(1, 1),  Font = new Font(FontFamily.GenericSerif, 7)  };    Caja.Click += Caja\_Click;  Caja.DoubleClick += Caja\_DoubleClick;  }  private void Caja\_DoubleClick(object sender, EventArgs e)  {  if (((Panel)sender).BackColor == prohibido || ((Panel)sender).BackColor == permitido)  {  ((Panel)sender).BackColor = Inicial;  this.tipo = "Inicial";    }  else if (((Panel)sender).BackColor == Inicial)  {  ((Panel)sender).BackColor = Final;  this.tipo = "Final";  }  else  {  ((Panel)sender).BackColor = permitido;  this.tipo = "Permtido";  }    }  public void cargar()  {  Caja.Controls.Add(F);  Caja.Controls.Add(ID);  Caja.Controls.Add(H);  Caja.Controls.Add(G);    }  public void actualizar()  {  Caja.Controls["H"].Text = nodo.H + "";  Caja.Controls["G"].Text = nodo.G + "";  Caja.Controls["F"].Text = nodo.F + "";  }  private void Caja\_Click(object sender, EventArgs e)  {  if (((Panel)sender).BackColor == permitido && ((Panel)sender).BackColor != Inicial && ((Panel)sender).BackColor != Final)  {  ((Panel)sender).BackColor = prohibido;  this.tipo = "Prohibido";  }  else if (((Panel)sender).BackColor == prohibido && ((Panel)sender).BackColor != Inicial && ((Panel)sender).BackColor != Final)  {  ((Panel)sender).BackColor = permitido;  this.tipo = "Permitido";  }  }  public void d() { }  }  }  **Código de la clase Program**  using System;  using System.Collections.Generic;  using System.Linq;  using System.Threading.Tasks;  using System.Windows.Forms;  namespace AlgoritmoPathFinding  {  static class Program  {  /// <summary>  /// Punto de entrada principal para la aplicación.  /// </summary>  [STAThread]  static void Main()  {  Application.EnableVisualStyles();  Application.SetCompatibleTextRenderingDefault(false);  Application.Run(new Form1());  }  }  }  **Código de la clase Nodo**  using System;  using System.Collections.Generic;  using System.Linq;  using System.Text;  using System.Threading.Tasks;  namespace AlgoritmoPathFinding  {  public class Nodo  {  public String ID { get; set; }  public int X { get; set; }  public int Y { get; set; }  public int G { get; set; }  public int H { get; set; }  public double HH { get; set; }  public int F { get; set; }  public Nodo Padre { get; set; }  public VistaNodo Vista { get; set; }  public Nodo(String ID,int x,int y)  {  this.ID = ID;  this.X = x;  this.Y = y;  this.Vista = new VistaNodo(ID,this);  }  public void calcularG()  {  if (Form1.PosActual.X==this.X || Form1.PosActual.Y==this.Y)  {  this.G = 10+this.Padre.G;  }  else  {  this.G = 14+this.Padre.G;  }  Vista.actualizar();  }  public void calcularH()  {  double h = Math.Sqrt(Math.Pow((this.X - Form1.nodoFinal.X),2) +Math.Pow((this.Y - Form1.nodoFinal.Y),2));  this.H = (int) (h\*10) ;  this.HH = h;  Vista.actualizar();  }  public void calcularF()  {  this.F = this.H + this.G;  Vista.actualizar();  }  public Boolean esIgual( Nodo nodo)  {  return ((this.X == nodo.X) && (this.Y == nodo.Y));  }  // override object.Equals  public override bool Equals(object obj)  {  //  // See the full list of guidelines at  // http://go.microsoft.com/fwlink/?LinkID=85237  // and also the guidance for operator== at  // http://go.microsoft.com/fwlink/?LinkId=85238  //    if (obj == null || GetType() != obj.GetType())  {  return false;  }  if (((this.X == ((Nodo)obj).X) && (this.Y == ((Nodo)obj).Y)))  {  return true;  }else {  return false;  }  // TODO: write your implementation of Equals() here  throw new NotImplementedException();  return base.Equals(obj);  }  // override object.GetHashCode  public override int GetHashCode()  {  // TODO: write your implementation of GetHashCode() here  throw new NotImplementedException();  return base.GetHashCode();  }  }  } |
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